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# **Лабораторна робота №8**

**ПЕРЕВАНТАЖЕННЯ ОПЕРАТОРІВ**

Мета роботи: отримати знання про призначення операторів, визначити їх ролі у житті об’єкта та можливість перевизначення.

1 ЗАВДАННЯ ДО РОБОТИ

- у базовому класі, та класі/класах-спадкоємцях перевантажити:

- оператор присвоювання;

- оператор порівняння (на вибір: == , < , > , >= , <= , != );

- оператор введення / виведення; - у класі-списку перевантажити:

- оператор індексування ( [ ] );

- оператор введення / виведення з акцентом роботи, у тому числі і з файлами. При цьому продовжувати використовувати регулярні вирази для валідації введених даних.

**Опис класів**

Абстрактний базовий клас – C\_Library

Клас що має в собі динамічний масив базового класу та методи для роботи з ним – С\_List

Клас для зображення композиції – С\_Function

Клас для зображення агрегації – C\_Language

Клас наслідник базового класу C\_Library – С\_Expansion

Клас наслідник базового класу C\_Library – Сapabilities

**Опис змінних**

String expansion\_file – поле класу С\_Expansion(розширення файлу бібліотеки)

String language – поле класу C\_Language (назва мови програмування)

String function – поле класу С\_Function (назва функції з бібліотеки)

Int ID – поле класу C\_Library (ідентифікатор елемену)

Int year\_creating - – поле класу C\_Library (рік створення функції)

Int number\_of\_functions – поле класу C\_Library(кількість функцій в бібліотеці)

Int size – поле класу C\_List (змінна розміру масива)

C\_Library\* list – поле класу C\_Library (динамічний масив)

С\_List list\_lib - об’єкт класу С\_List

Int size – змінна розміру масиву

Int order – змінна індексу (порядкового номеру)

С\_Library new\_lib – змінна для нової бібліотеки

**Опис методів**

void Create() – метод класу C\_List (створення масиву і заповнення його данними)

void Add(C\_Library&,const int) - метод класу C\_List (додавання нового елементу в масив)

void Delete(const int) - метод класу C\_List (видалення елемента з масиву)

void Index\_output(const C\_Library,const int)const - метод класу C\_List (виведення на екран по індексу)

C\_Library Index\_return(const int) - метод класу C\_List (повернення елемента по індексу)

Void Output()const; - метод класу C\_List (виведення на екран)

Int Read\_file(string) - метод класу C\_List (зчитування з файлу)

void Count\_line(string) – метод класу C\_List (підрахунок кількості рядків у файлі)

C\_Library Distribution(string) - метод класу C\_List (розподіл , із рядка в об’єкт)

stringstream Str\_return(C\_Library&)const - метод класу C\_List (створення рядку змінних з об’єкта)

void Str\_output(stringstream&,int)const - метод класу C\_List (виведення рядка на екран)

float Difference() - метод класу C\_List (підрахуванн різнці між кількістю динамічно підключених бібліотек від іх загальної кількості)

int Write\_file(string) - метод класу C\_List (запис до файлу)

void Sort(func) - метод класу C\_List (сортування масиву елементів)

void If\_lib\_connected() - метод класу C\_List (виведення на екран данних про підключену бібліотеку (в якій мові програмування використовується, яку функцію має))

void What\_functions\_are(int) - метод класу C\_List ( шо виводить функцію з бібліотке на екран)

**Опис функцій**

Bool Test\_Add(C\_List&) – тест методу додавання об’єкта

Bool Test\_Delete(C\_List&)) – тест методу видалення об’єкта

Bool Test\_Index\_return(C\_List&)) – тест методу повернення об’єкта по індексу

Bool Test\_Differense(C\_List&) – тест методу що визначає відношення між загальною кількістю бібліотек та бібліотек що динамічно підлючаються.

Bool Test\_Sort(C\_List&)) – тест методу сортування

**Текст програми**

Файл С\_Language.h

#pragma once

#include "C\_Library.h"

using std::string;

using std::istream;

using std::ostream;

class C\_Language /\*\*< Оголошення класу C\_Language\*/

{

private:

string language;/\*\*< поле класу C\_Language - мова програмування\*/

public:

void setLanguage\_programming(string) ;

string Which\_language\_programming()const;

friend istream& operator>> (istream& input, C\_Language& obj);

friend ostream& operator<< (ostream& output, const C\_Language& obj);

C\_Language(); /\*\*< Оголошення конструктора по замовчуваннням\*/

C\_Language(string);/\*\*< Оголошення конструктора з параметрами\*/

C\_Language(const C\_Language&);/\*\*< Оголошення конструктора копіювання\*/

~C\_Language();/\*\*< Оголошення деструктора\*/

};

Файл C\_Library.h

/\*\*

\* @file C\_Library.h

\* Оголошення класу C\_Library класу що зовбражуе відношення композиція - C\_Function та класів спадкоемців C\_Expansion та Capabilities

\* @author Naimytenko Serhiy

\* @version 1.0

\* @date 2020.04.05

\*/

#pragma once

#define CRTDBG\_MAP\_ALLOC

#include <crtdbg.h>

#define DEBUG\_NEW new(\_NORMAL\_BLOCK, FILE, \_\_LINE)

#include <iostream>

#include <clocale>

#include <ctime>

#include <iomanip>

#include <fstream>

#include <sstream>

#include <regex>

#include <Windows.h>

#include <stddef.h>

#include <cstddef>

#include "C\_Language.h"

using std::cin;

using std::cout;

using std::string;

using std::endl;

using std::setw;

using std::setprecision;

using std::ifstream;

using std::ofstream;

using std::getline;

using std::stringstream;

using std::getline;

using std::istringstream;

using std::regex;

using std::regex\_match;

using std::regex\_search;

using std::ostream;

using std::istream;

typedef bool (func)(int, int);

class C\_Library /\*\*< Оголошення базового класу C\_Library\*/

{

protected:

string dynamically; /\*\*< поле класу C\_Library - чи динамічна функція\*/

string name; /\*\*< поле класу C\_Library - ім'я бібліоткеи\*/

int ID; /\*\*< поле класу C\_Library - идентифікатор бібліотеки\*/

int year\_creating; /\*\*< поле класу C\_Library - рік створення\*/

int number\_of\_functions; /\*\*< поле класу C\_Library - кількість функцій\*/

class C\_Function /\*\*< Оголошення класу C\_Function\*/

{

private:

string function; /\*\*< поле класу C\_Function - одна з функцій в цій бібліотеці\*/

public:

void setFunction(string) ;

string What\_function\_is\_in\_this\_library()const;

C\_Function();/\*\*< Оголошення конструктора по замовчуваннням\*/

C\_Function(string);/\*\*< Оголошення конструктора з параметрами\*/

C\_Function(const C\_Function&);/\*\*< Оголошення конструктора копіювання\*/

~C\_Function();/\*\*< Оголошення деструктора\*/

};

C\_Function function;/\*\*< поле класу C\_Library - обьект класу C\_Function\*/

C\_Language lang;/\*\*< поле класу C\_Library - обьект класу C\_Language\*/

public:

virtual void setDynamically(string) = 0;

virtual void setName(string) = 0;

virtual void setID(const int) = 0;

virtual void setYear\_Creating(const int) = 0;

virtual void setNumber\_of\_function(const int) = 0;

virtual void setLanguage\_programming(string) = 0;

virtual void setFunction(string) = 0;

virtual string getDynamically()const = 0;

virtual string getName()const = 0;

virtual int getID()const = 0;

virtual int getYear\_Creating()const = 0;

virtual int getNumber\_of\_function()const = 0;

virtual string getFunction()const = 0;

virtual string getLanguage\_programming()const = 0;

virtual string getInfo() const = 0;

virtual void input(istream& ) = 0;

C\_Library();/\*\*< Оголошення конструктора по замовчуваннням\*/

C\_Library(string, string, const int, const int, const int, C\_Function, C\_Language);/\*\*< Оголошення конструктора з параметрами\*/

C\_Library(const C\_Library&);/\*\*< Оголошення конструктора копіювання\*/

~C\_Library();/\*\*< Оголошення деструктора\*/

virtual stringstream getSsObj() const = 0;

friend ostream& operator<< (ostream& , const C\_Library& );

friend ofstream& operator<< (ofstream& , const C\_Library&);

virtual bool operator==(const int) const;

C\_Library& operator= (C\_Library&);

friend istream& operator>> (istream&, C\_Library&);

};

class C\_Expansion final : public C\_Library/\*\*< Оголошення класа спадкоемця C\_Expansion\*/

{

private:

string expansion\_file;/\*\*< поле класу C\_Expansion - розширення файлу\*/

public:

void setExpansion\_file(string);

string getExpansion\_file()const;

void setDynamically(string)override;

void setName(string)override;

void setID(const int) override;

void setYear\_Creating(const int)override;

void setNumber\_of\_function(const int)override;

void setLanguage\_programming(string)override;

void setFunction(string)override;

string getDynamically()const override;

string getName()const override;

int getID()const override;

int getYear\_Creating()const override;

int getNumber\_of\_function()const override;

string getFunction()const override;

string getLanguage\_programming()const override;

C\_Expansion();/\*\*< Оголошення конструктора по замовчуваннням\*/

C\_Expansion(string, string, string, const int, const int, const int, string, string);/\*\*< Оголошення конструктора з параметрами\*/

C\_Expansion(const C\_Expansion&);/\*\*< Оголошення конструктора копіювання\*/

~C\_Expansion();/\*\*< Оголошення деструктора\*/

string getInfo() const override final;

stringstream getSsObj() const override final;

C\_Expansion& operator= (C\_Expansion& temp);

void input(istream& input) override final;

bool operator==(const int) const override final;

};

class Capabilities final : public C\_Library/\*\*< Оголошення класа спадкоемця Capabilities \*/

{

private:

string capabilities;/\*\*< поле класу Capabilities - одна з можливостей функції\*/

C\_Expansion obj;/\*\*< поле класу Capabilities - обьект класу C\_Expansion\*/

public:

C\_Expansion getExpansion();

void setExpansion(C\_Expansion);

string getExpansion\_file()const;

void setExpansion\_file(string);

void setCapabilities(string);

string getCapabilities()const;

void setDynamically(string)override;

void setName(string)override;

void setID(const int) override;

void setYear\_Creating(const int)override;

void setNumber\_of\_function(const int)override;

void setLanguage\_programming(string)override;

void setFunction(string)override;

string getDynamically()const override;

string getName()const override;

int getID()const override;

int getYear\_Creating()const override;

int getNumber\_of\_function()const override;

string getFunction()const override;

string getLanguage\_programming()const override;

string getInfo() const override final;

stringstream getSsObj() const override final;

Capabilities& operator= (Capabilities& temp);

void input(istream& input) override final;

bool operator==(const int) const override final;

Capabilities();/\*\*< Оголошення конструктора по замовчуваннням\*/

Capabilities(string, string, string, const int, const int, const int, string, string, C\_Expansion);/\*\*< Оголошення конструктора з параметрами\*/

Capabilities(const Capabilities&);/\*\*< Оголошення конструктора копіювання\*/

~Capabilities();/\*\*< Оголошення деструктора\*/

};

Файл C\_List.h

#pragma once

#include "C\_Library.h"

/\*\*

\* @file C\_List.h

\* Оголошення класу C\_List

\* @author Naimytenko Serhiy

\* @version 1.0

\* @date 2020.04.05

\*/

class C\_List /\*\*< Оголошення класу списку\*/

{

private:

float size; /\*\*< поле класу C\_List - розмір масиву\*/

public:

Capabilities\* list; /\*\*< оголошення масиву класу Capabilities\*/

void setSize\_array(const int size);

int getSize\_array()const;

int Read\_file(string, string);/\*\*< Оголошення методу зчитування інформації з файлу\*/

int Count\_line(string);/\*\*< Оголошення методу визначення розміру масиву\*/

void Distribution(string, string, int);/\*\*< Оголошення методу створення обьекту із інформації зчитаної з файлу\*/

void Create();/\*\*< Оголошення методу заповнення масиву данними\*/

void Add(Capabilities, const int);/\*\*< Оголошення методу додавання нового елементу в масив\*/

void Delete(const int);/\*\*< Оголошення методу видалення елементу з масиву\*/

stringstream Str\_return(Capabilities)const;/\*\*< Оголошення методу зчитування інформації з обьекту та перетворення її в потік\*/

void Str\_output(stringstream&, int)const;/\*\*< Оголошення методу виведення на екран одного єлементу\*/

Capabilities& Index\_return(const int);/\*\*< Оголошення методу що повертає обьект визначивши його по дентифікатору\*/

void Output()const;/\*\*< Оголошення методу виведення всього масиву на екран\*/

void Sort(func);/\*\*< Оголошення методу сортування масиву \*/

float Difference();/\*\*< Оголошення методу що визначає відношення кількості бібліотек що динамічно підключаються до загальної кількості елементів\*/

void Info\_about\_lib();/\*\*< Оголошення методу виведення на екран інформації про бібліотеки\*/

int Write\_file(string);/\*\*< Оголошення методу зчитування в файл\*/

void Check();/\*\*< Оголошення методу виведення на екран обьектів в ім'ї яких 2 слова\*/

Capabilities operator[] (int);

~C\_List();/\*\*< Оголошення деструктора\*/

};

Файл Test.h

/\*\*

\* @file Test.h

\* Оголшення функцій-тестів

\* @author Naimytenko Serhiy

\* @version 1.0

\* @date 2020.04.05

\*/

#pragma once

bool Test\_Add(C\_List&);/\*\*< Оголошення функції що перевіряє метод Add\*/

bool Test\_Delete(C\_List&);/\*\*< Оголошення функції що перевіряє метод Delete\*/

bool Test\_Index\_return(C\_List&);/\*\*< Оголошення функції що перевіряє метод Index\_return\*/

bool Test\_Difference(C\_List&);/\*\*< Оголошення функції що перевіряє метод Difference\*/

bool Test\_Sort(C\_List&);/\*\*< Оголошення функції що перевіряє метод Sort\*/

Файл С\_Language.cpp

/\*\*

\* @file C\_Language.cpp

\* Реалізація класу C\_Language

\* @author Naimytenko Serhiy

\* @version 1.0

\* @date 2020.04.05

\*/

#include"C\_Library.h"/\*\*< підключення файлу C\_Library.h\*/

void C\_Language::setLanguage\_programming(string name)

{

language = name;

}

string C\_Language::Which\_language\_programming()const

{

return language;

}

istream& operator>> (istream& input, C\_Language& obj)

{

input >> obj.language;

return input;

}

ostream& operator<< (ostream& output, const C\_Language& obj)

{

output << obj.language;

return output;

}

C\_Language::C\_Language() :language("Default")/\*\*< Реалізація конструктора по замовчуванням\*/

{

}

C\_Language::C\_Language(string language) : language(language)/\*\*< Реалізація конструктора з параметрами\*/

{

}

C\_Language::C\_Language(const C\_Language& lang) : language(lang.language)/\*\*< Реалізація конструктора копіювання\*/

{

}

C\_Language::~C\_Language()/\*\*< Реалізація деструктора \*/

{

}

Файл C\_Library.cpp

/\*\*

\* @file C\_Library.cpp

\* Реалізація класу C\_Library

\* @author Naimytenko Serhiy

\* @version 1.0

\* @date 2020.04.05

\*/

#include "C\_Library.h"/\*\*< підключення файлу C\_Library.h\*/

void C\_Library::C\_Function::setFunction(string name)

{

function = name;

}

string C\_Library::C\_Function::What\_function\_is\_in\_this\_library()const

{

return function;

}

void C\_Library::setDynamically(string dynamically)

{

this->dynamically = dynamically;

}

void C\_Library::setName(string name)

{

this->name = name;

}

void C\_Library::setID(const int ID)

{

this->ID = ID;

}

void C\_Library::setYear\_Creating(const int year\_creating)

{

this->year\_creating = year\_creating;

}

void C\_Library::setNumber\_of\_function(const int number\_of\_functions)

{

this->number\_of\_functions = number\_of\_functions;

}

void C\_Library::setLanguage\_programming(string lang)

{

this->lang.setLanguage\_programming(lang);

}

void C\_Library::setFunction(string name)

{

function.setFunction(name);

}

string C\_Library::getDynamically()const

{

return dynamically;

}

string C\_Library::getName()const

{

return name;

}

int C\_Library::getID()const

{

return this->ID;

}

int C\_Library::getYear\_Creating()const

{

return this->year\_creating;

}

int C\_Library::getNumber\_of\_function()const

{

return this->number\_of\_functions;

}

string C\_Library::getFunction()const

{

return function.What\_function\_is\_in\_this\_library();

}

string C\_Library::getLanguage\_programming()const

{

return lang.Which\_language\_programming();

}

ostream& operator<< (ostream& output, const C\_Library& obj)

{

output << obj.getInfo();

return output;

}

ofstream& operator<< (ofstream& output, const C\_Library& obj)

{

output << obj.getInfo();

return output;

}

istream& operator>> (istream& input, C\_Library& obj)

{

obj.input(input);

return input;

}

bool C\_Library::operator==(const int ID) const

{

return this->ID == ID;

}

C\_Library& C\_Library::operator= (C\_Library& temp)

{

if (this == &temp)

return \*this;

this->ID = temp.ID;

this->number\_of\_functions = temp.number\_of\_functions;

this->year\_creating = temp.year\_creating;

this->dynamically = temp.dynamically;

this->function = temp.function;

this->lang = temp.lang;

this->name = temp.name;

return \*this;

}

C\_Library::C\_Function::C\_Function() : function("Default") /\*\*< Реалізація конструктора по замовчуванням\*/

{

}

C\_Library::C\_Function::C\_Function(string function) : function(function) /\*\*< Реалізація конструктора з параметрами\*/

{

}

C\_Library::C\_Function::C\_Function(const C\_Function& func) : function(func.function)/\*\*< Реалізація конструктора копіювання\*/

{

}

C\_Library::C\_Function::~C\_Function()/\*\*< Реалізація деструктора \*/

{

}

C\_Library::C\_Library() :dynamically("yes"), name("Default"), ID(10), year\_creating(1999), number\_of\_functions(50), function("default"), lang("default")

{

}

C\_Library::C\_Library(string dynamically, string name, const int ID, const int year\_creating, const int number\_of\_functions, C\_Function func, C\_Language lang) : dynamically(dynamically), name(name), ID(ID), year\_creating(year\_creating), number\_of\_functions(number\_of\_functions), function(func), lang(lang)/\*\*< Реалізація конструктора з параметрами\*/

{

}

C\_Library::C\_Library(const C\_Library& lib) : dynamically(lib.dynamically), name(lib.name), ID(lib.ID), year\_creating(lib.year\_creating), number\_of\_functions(lib.number\_of\_functions), function(lib.function), lang(lib.lang)/\*\*< Реалізація конструктора копіювання\*/

{

}

C\_Library::~C\_Library()/\*\*< Реалізація деструктора \*/

{

}

void C\_Expansion::setExpansion\_file(string expansion)

{

this->expansion\_file = expansion;

}

string C\_Expansion::getExpansion\_file()const

{

return this->expansion\_file;

}

void C\_Expansion::setDynamically(string dynamically)

{

this->dynamically = dynamically;

}

void C\_Expansion::setName(string name)

{

this->name = name;

}

void C\_Expansion::setID(const int ID)

{

this->ID = ID;

}

void C\_Expansion::setYear\_Creating(const int year\_creating)

{

this->year\_creating = year\_creating;

}

void C\_Expansion::setNumber\_of\_function(const int number\_of\_functions)

{

this->number\_of\_functions = number\_of\_functions;

}

void C\_Expansion::setLanguage\_programming(string lang)

{

this->lang.setLanguage\_programming(lang);

}

void C\_Expansion::setFunction(string func)

{

this->function.setFunction(func);

}

string C\_Expansion::getDynamically()const

{

return this->dynamically;

}

string C\_Expansion::getName()const

{

return this->name;

}

int C\_Expansion::getID()const

{

return this->ID;

}

int C\_Expansion::getYear\_Creating()const

{

return this->year\_creating;

}

int C\_Expansion::getNumber\_of\_function()const

{

return this->number\_of\_functions;

}

string C\_Expansion::getFunction()const

{

return this->function.What\_function\_is\_in\_this\_library();

}

string C\_Expansion::getLanguage\_programming()const

{

return this->lang.Which\_language\_programming();

}

stringstream C\_Expansion::getSsObj() const

{

stringstream temp;

temp << ID << " " << year\_creating << " " << number\_of\_functions << " " << dynamically << " " << name << " " << getFunction() << " " << lang << " " <<expansion\_file;

return temp;

}

string C\_Expansion::getInfo() const

{

stringstream temp;

temp << setw(13) << ID << setw(10) << number\_of\_functions << setw(10) << year\_creating << setw(13) << dynamically << setw(9) << name << setw(10) << getFunction() << setw(15) << lang<< expansion\_file;

return temp.str();

}

C\_Expansion& C\_Expansion::operator= (C\_Expansion& temp)

{

if (this == &temp)

return \*this;

this->C\_Library::operator=(temp);

this->expansion\_file = temp.expansion\_file;

return \*this;

}

bool C\_Expansion::operator==(const int ID) const

{

return this->ID == ID;

}

void C\_Expansion::input(istream& input)

{

string function;

input >> ID >> number\_of\_functions >> year\_creating >> dynamically >> name >> function >> lang >> expansion\_file;

C\_Function func(function);

}

C\_Expansion::C\_Expansion() : expansion\_file("Default"), C\_Library()/\*\*< Реалізація конструктора по замовчуванням\*/

{}

C\_Expansion::C\_Expansion(string expansion\_file, string dynamically, string name, const int ID, const int year\_creating, const int number\_of\_functions, string func, string lang) : expansion\_file(expansion\_file), C\_Library(dynamically, name, ID, year\_creating, number\_of\_functions, func, lang)/\*\*< Реалізація конструктора з параметрами\*/

{}

C\_Expansion::C\_Expansion(const C\_Expansion& elem) : expansion\_file(elem.expansion\_file), C\_Library(elem.dynamically, elem.name, elem.ID, elem.year\_creating, elem.number\_of\_functions, elem.function, elem.lang)/\*\*< Реалізація конструктора копіювання\*/

{}

C\_Expansion::~C\_Expansion()/\*\*< Реалізація деструктора \*/

{}

C\_Expansion Capabilities::getExpansion()

{

return this->obj;

}

void Capabilities::setExpansion(C\_Expansion obj)

{

this->obj = obj;

}

string Capabilities::getExpansion\_file()const

{

return obj.getExpansion\_file();

}

void Capabilities::setExpansion\_file(string expansion)

{

obj.setExpansion\_file(expansion);

}

void Capabilities::setCapabilities(string capabilities)

{

this->capabilities = capabilities;

}

string Capabilities::getCapabilities()const

{

return this->capabilities;

}

void Capabilities::setDynamically(string dynamically)

{

this->dynamically = dynamically;

}

void Capabilities::setName(string name)

{

this->name = name;

}

void Capabilities::setID(const int ID)

{

this->ID = ID;

}

void Capabilities::setYear\_Creating(const int year\_creating)

{

this->year\_creating = year\_creating;

}

void Capabilities::setNumber\_of\_function(const int number\_of\_function)

{

this->number\_of\_functions = number\_of\_functions;

}

void Capabilities::setLanguage\_programming(string lang)

{

this->lang.setLanguage\_programming(lang);

}

void Capabilities::setFunction(string func)

{

this->function.setFunction(func);

}

string Capabilities::getDynamically()const

{

return this->dynamically;

}

string Capabilities::getName()const

{

return this->name;

}

int Capabilities::getID()const

{

return this->ID;

}

int Capabilities::getYear\_Creating()const

{

return this->year\_creating;

}

int Capabilities::getNumber\_of\_function()const

{

return this->number\_of\_functions;

}

string Capabilities::getFunction()const

{

return this->function.What\_function\_is\_in\_this\_library();

}

string Capabilities::getLanguage\_programming()const

{

return this->lang.Which\_language\_programming();

}

stringstream Capabilities::getSsObj()const

{

stringstream temp;

temp << ID << " " << year\_creating << " " << number\_of\_functions << " " << dynamically << " " << name << " " << getFunction() << " " << lang << " " << capabilities;

return temp;

}

string Capabilities::getInfo() const

{

stringstream temp;

temp.setf(std::ios::left);

temp << setw(13) << ID << setw(10) << number\_of\_functions << setw(10) << year\_creating << setw(13) << dynamically << setw(9) << name << setw(10) << getFunction() << setw(15) << lang << capabilities;

return temp.str();

}

Capabilities& Capabilities::operator= (Capabilities& temp)

{

if (this == &temp)

return \*this;

this->C\_Library::operator=(temp);

this->obj = temp.obj;

this->capabilities = temp.capabilities;

return \*this;

}

bool Capabilities::operator==(const int ID) const

{

return this->ID == ID;

}

void Capabilities::input(istream& input)

{

string function;

input >> ID >> number\_of\_functions >> year\_creating >> dynamically >> name >> function >> lang >> capabilities;

C\_Function func(function);

}

Capabilities::Capabilities() :capabilities("the library can do something"), C\_Library(), obj()/\*\*< Реалізація конструктора по замовчуванням\*/

{}

Capabilities::Capabilities(string capabilities, string dynamically, string name, const int ID, const int year\_creating, const int number\_of\_functions, string func, string lang, C\_Expansion obj) : capabilities(capabilities), C\_Library(dynamically, name, ID, year\_creating, number\_of\_functions, func, lang), obj(obj)/\*\*< Реалізація конструктора з параметрами\*/

{}

Capabilities::Capabilities(const Capabilities& el) : capabilities(el.capabilities), C\_Library(el.dynamically, el.name, el.ID, el.year\_creating, el.number\_of\_functions, el.function, el.lang), obj(el.obj)/\*\*< Реалізація конструктора копіювання\*/

{}

Capabilities::~Capabilities()/\*\*< Реалізація деструктора \*/

{}

Файл C\_List.cpp

/\*\*

\* @file C\_List.cpp

\* Реалізація класу C\_List

\* @author Naimytenko Serhiy

\* @version 1.0

\* @date 2020.04.05

\*/

#include "C\_List.h" /\*\*< підключення файлу C\_List.h\*/

#include"C\_Library.h" /\*\*< підключення файлу C\_Library.h\*/

void C\_List::setSize\_array(const int size)

{

this->size = size;

}

int C\_List::getSize\_array()const

{

return this->size;

}

/\*\*

\* Метод Read\_file

\*

\* Короткий опис методу:

\* <ul>

\* <li> Зчитуємо інформацію з файлу, потім предаємо інформацію до методу Distribution для подальших дій</li>

\* </ul>

\* @return повертає результат відкриття файлу

\*/

int C\_List::Read\_file(string file\_name, string file\_name2)

{

ifstream file(file\_name); /\*\*< відкриття файлу\*/

if (!file) /\*\*< перевірка чи відкрився файл\*/

{

cout << "Ошибка!!! Файл не открыто." << endl;

return 1;

}

ifstream file2(file\_name2); /\*\*< відкриття файлу\*/

if (!file) /\*\*< перевірка чи відкрився файл\*/

{

cout << "Ошибка!!! Файл не открыто." << endl;

return 1;

}

string line;

string line2;

for (size\_t i = 0; i < size; i++)

{

getline(file, line); /\*\*< зчитуємо рядок з інформацією \*/

getline(file2, line2); /\*\*< зчитуємо рядок з інформацією \*/

Distribution(line, line2, i); /\*\*< виклик методу Distribution\*/

}

file.close(); /\*\*< закриття файлу\*/

return 0;

}

/\*\*

\* Метод Count\_line

\*

\* Короткий опис методу:

\* <ul>

\* <li> За допомогою функції getline перевіряємо кількість рядків</li>

\* </ul>

\* @return повертає результат відкриття файлу

\*/

int C\_List::Count\_line(string file\_name)

{

size = 0; /\*\*< обнуляємо значення розміру масиву\*/

ifstream file(file\_name); /\*\*< відкриття файлу\*/

if (!file) /\*\*< перевірка чи відкрився файл\*/

{

cout << "Ошибка!!! Файл не открыто." << endl;

return 1;

}

string line;

while (getline(file, line)) /\*\*< зчитуємо кожний рядок, доки функція не натрапить на кінець\*/

{

size++; /\*\*< кожного разу збільшуємо значення \*/

}

file.close(); /\*\*< закриття файлу\*/

return 0;

}

/\*\*

\* Метод Distribution

\*

\* Короткий опис методу:

\* <ul>

\* <li> Отриманий рядок превіряємо за допомогою регулярного виразу а потім на базі інформації з рядка створюємо обьект </li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Distribution(string line, string line2, int i)

{

regex regular("[\\d]\* [\\d]\* [\\d]\* (Yes|No) [A-ZА-Я]+[\\wА-Яа-я\-|\_|:|;|\.]\*[ ]?([A-ZА-Я]+[\\wА-Яа-я\-|\_|:|;|\.]\*)? [\\w][\_]?([\\w]\*)? C[\+]{0,} [.][\\w]\*"); /\*\*< основний регулярний вираз\*/

regex replace\_reg1("([;]{2,})"); /\*\*< оголошення регулярних виразів що допоможуть уникнути повторення деяких символів\*/

regex replace\_reg2("([\_]{2,})");

regex replace\_reg3("([-]{2,})");

regex replace\_reg4("([:]{2,})");

regex replace\_reg5("([\.]{2,})");

C\_Expansion obj\_e;

int id, number\_of\_function, year\_creating;

string dynamically, name, name2, line\_res;

string name\_f, name\_l, expansion, capabilities;

auto res = regex\_match(line, regular); /\*\*< перевірка рядку основним виразом\*/

if (res)

{

if (regex\_search(line, replace\_reg1)) /\*\*< якщо виявилося повторення заміняемо символи одним таким же символом\*/

{

line = regex\_replace(line, replace\_reg1, ";");

}

if (regex\_search(line, replace\_reg2))

{

line = regex\_replace(line, replace\_reg2, "\_");

}

if (regex\_search(line, replace\_reg3))

{

line = regex\_replace(line, replace\_reg3, "-");

}

if (regex\_search(line, replace\_reg4))

{

line = regex\_replace(line, replace\_reg4, ":");

}

if (regex\_search(line, replace\_reg5))

{

line = regex\_replace(line, replace\_reg5, ".");

}

istringstream str(line); /\*\*< преретворюємо рядок у потік з інформацією\*/

str >> id >> number\_of\_function >> year\_creating >> dynamically >> name >> name2 >> name\_f >> name\_l >> expansion; /\*\*< зчитуємо інформацію у відповідні змінні\*/

if (expansion == "") /\*\*< якщо ім'я данної бібліотеки складається з одного слова то остання змінна залишається пустою \*/

{

obj\_e.setName(name);

obj\_e.setDynamically(dynamically);

obj\_e.setFunction(name2);

obj\_e.setLanguage\_programming(name\_f);

obj\_e.setID(id);

obj\_e.setNumber\_of\_function(number\_of\_function);

obj\_e.setYear\_Creating(year\_creating);

obj\_e.setExpansion\_file(name\_l);

Capabilities obj\_c(line2, dynamically, name, id, year\_creating, number\_of\_function, name2, name\_f, obj\_e); /\*\*< за допомогою конструктору з параметрами створюємо обьект\*/

list[i] = obj\_c; /\*\*< та заносим цей обьект в масив\*/

}

else /\*\*< якщо ім'я данної бібліотеки складається з двух слів то відповідність ззмінних та інформації зберігається \*/

{

name = name + " " + name2; /\*\*< складаємо назву бібліотеки в одну змінну\*/

obj\_e.setName(name);

obj\_e.setDynamically(dynamically);

obj\_e.setFunction(name\_f);

obj\_e.setLanguage\_programming(name\_l);

obj\_e.setID(id);

obj\_e.setNumber\_of\_function(number\_of\_function);

obj\_e.setYear\_Creating(year\_creating);

obj\_e.setExpansion\_file(expansion);

Capabilities obj\_c(line2, dynamically, name, id, year\_creating, number\_of\_function, name\_f, name\_l, obj\_e); /\*\*< за допомогою конструктору з параметрами створюємо обьект\*/

list[i] = obj\_c; /\*\*< та заносим цей обьект в масив\*/

}

}

}

/\*\*

\* Метод Create

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод створює обьекти по замовчування, але для того щоб єлементи в масиві не збігалися використаємо різну варіацію заповнення обьектів за допомогою функції rand та змінної-індекса масива,</li>

\* <li> і відповідно до цього створюються обьекти з різними данними</li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Create() // 1

{

cout << "Происходит заполнеие масива данными" << endl;

int a = 0;

int x;

for (size\_t i = 0; i < size; i++) /\*\*< за допомогою циклу пройдемо всі комірки в масиві\*/

{

srand(static\_cast<unsigned int>(time(0)));

if (i % 2 == 0) /\*\*< залежно від змінної і значення змінної х буде різним, а сама зміннна відповідає за варіацію заповнення інформацією обьекта\*/

x = rand() % 1;

else

x = 2;

if (x == 0) /\*\*< варіант 1\*/

{

string dynamically = "yes"; /\*\*< створення змінних з інфрмацією\*/

string name = "math" + i;

string func = "Default";

string lang = "default";

string expansion = ".dll";

string capabilities = "using this library you can do something";

C\_Expansion new\_el\_e(expansion, dynamically, name, 3 + i, 1999, 20, func, lang);

Capabilities new\_el\_c(capabilities, dynamically, name, 3 + i, 1999, 20, func, lang, new\_el\_e); /\*\*< створення обьекта за допомогою конструктора з параметрами \*/

list[i] = new\_el\_c; /\*\*< занесення обьекту в масив\*/

}

else if (x == 1) /\*\*< варіант 2\*/

{

string dynamically = "no"; /\*\*< /\*\*< створення змінних з інфрмацією\*/

string name = "string" + i;

string func = "Default";

string lang = "default";

string expansion = ".a";

string capabilities = "using this library you can do something";

C\_Expansion new\_el\_e(expansion, dynamically, name, 46 + i, 1998, 10, func, lang);

Capabilities new\_el\_c(capabilities, dynamically, name, 46 + i, 1998, 10, func, lang, new\_el\_e); /\*\*< створення обьекта за допомогою конструктора з параметрами \*/

list[i] = new\_el\_c; /\*\*< занесення обьекту в масив\*/

}

else if (x == 2) /\*\*< варіант 3\*/

{

C\_Expansion new\_el\_e;

int id = new\_el\_e.getID();

new\_el\_e.setID(id + 14);

Capabilities new\_el\_c; /\*\*< створюємо обьект за допомогою конструктора за замовчуванням\*/

new\_el\_c.setID(id + 14); /\*\*< змінюємо значення ідентифікатору для того щоб вони не збігалися\*/

new\_el\_c.setExpansion(new\_el\_e);

list[i] = new\_el\_c; /\*\*< занесення обьекту в масив\*/

}

}

}

/\*\*

\* Метод Add

\*

\* Короткий опис методу:

\* <ul>

\* <li> В методі створюється новий тимчасовий масив, данні з старого масиву переписуються в новий масив разом з новим елементом, далі пам'ять зі старого масиву видаляється і знову виділяється знову переписується але вже навпаки та видаляється тимчасовий</li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Add(Capabilities obj\_c, const int order)

{

size++; /\*\*< збільшуємо розмір масиву\*/

Capabilities\* new\_arr = new Capabilities[size]; /\*\*< створюємо тимчасовий масив\*/

for (size\_t i = 0, j = 0; i < size; i++) /\*\*< преписуємо данні\*/

{

if (i != order - 1)

{

new\_arr[i] = list[j]; /\*\*< пререпис данних з одного масиву в інший\*/

j++;

}

else

{

new\_arr[i] = obj\_c; /\*\*< додавання нового елементу\*/

}

}

delete[] list; /\*\*< видаляємо масив\*/

list = new Capabilities[size]; /\*\*< виділяємо пам'ять для видаленого масиву\*/

for (size\_t i = 0; i < size; i++) /\*\*< пререписуємо данні\*/

{

list[i] = new\_arr[i];

}

delete[] new\_arr; /\*\*< видаляємо тимчасивий масив\*/

}

/\*\*

\* Метод Delete

\*

\* Короткий опис методу:

\* <ul>

\* <li> В методі створюється новий тимчасовий масив, данні з старого масиву переписуються в новий маси вравуючи індек елементу що видаляєть, далі пам'ять зі старого масиву видаляється і знову виділяється знову переписується але вже навпаки та видаляється тимчасовий</li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Delete(const int order) // 4

{

size--; /\*\*< зменьшення розміру масиву\*/

Capabilities\* new\_arr = new Capabilities[size]; /\*\*< створюємо тимчасовий масив\*/

cout << "Елемент который вы удалили" << endl;

stringstream str = Str\_return(list[order - 1]); /\*\*< виводимо на екран елемент що видаляється\*/

Str\_output(str, 0);

for (size\_t i = 0; i < order - 1; i++) /\*\*< преписуємо данні\*/

{

new\_arr[i] = list[i];

}

for (size\_t i = order - 1; i < size; i++)

{

new\_arr[i] = list[i + 1];

}

delete[] list; /\*\*< видаляємо масив\*/

list = new Capabilities[size]; /\*\*< виділяємо пам'ять для видаленого масиву\*/

for (size\_t i = 0; i < size; i++) /\*\*< пререписуємо данні\*/

{

list[i] = new\_arr[i];

}

delete[] new\_arr; /\*\*< видаляємо тимчасивий масив\*/

}

/\*\*

\* Метод Index\_return

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод знаходить елемет в якого ідентифікатор співпадає з ідентифікатором що ввів користувач</li>

\* </ul>

\* @return повертає обьект класу Capabilities

\*/

Capabilities& C\_List::Index\_return(const int index)

{

int id;

for (size\_t i = 0; i < size; i++) /\*\*< проганяємо весь масив за допомогою циклу\*/

{

id = list[i].getID(); /\*\*< дізнаємося ідентифікатор кожного елементу\*/

if (id == index)/\*\*< порівнюємо значення\*/

{

id = i; /\*\*< якщо елемент знайдено, копіюємо індекс елементу\*/

i = size;/\*\*< збільшуємо індекс для того щоб вийти з масиву\*/

}

}

return list[id];

}

/\*\*

\* Метод Str\_return

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод перетворює обьект з данними в потік інформації</li>

\* </ul>

\* @return повертає потік з данними

\*/

stringstream C\_List::Str\_return(Capabilities obj)const

{

stringstream str;

str << " " << obj.getID() << " " << obj.getNumber\_of\_function() << " " << obj.getYear\_Creating() << " " << obj.getDynamically() << " " << obj.getName() << " " << obj.getFunction() << " " << obj.getLanguage\_programming() << " " << obj.getExpansion\_file();

return str;

}

/\*\*

\* Метод Str\_output

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод виводить на екран інформацію про обьект </li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Str\_output(stringstream& str, int i)const

{

cout.setf(std::ios::right);

int number\_of\_function, year\_creating, id;

string dynamically, name1, name2, name\_f, name\_l, expansion;

str >> id; /\*\*< з потоку зчитуємо інформацію в відповідні змінні\*/

str >> number\_of\_function;

str >> year\_creating;

str >> dynamically;

str >> name1;

str >> name2;

str >> name\_f;

str >> name\_l;

str >> expansion;

if (expansion == "") /\*\*< якщо ім'я данної бібліотеки складається з одного слова то остання змінна залишається пустою \*/

cout << i + 1 << "- " << setw(10) << id << setw(13) << number\_of\_function << setw(21) << year\_creating << setw(20) << dynamically << setw(30) << name1 << setw(26) << name2 << setw(24) << name\_f << setw(20) << name\_l << endl; /\*\*< виведення на екран\*/

else /\*\*< якщо ім'я данної бібліотеки складається з двух слів то відповідність ззмінних та інформації зберігається \*/

{

name1 = name1 + " " + name2; /\*\*< складаємо назву бібліотеки в одну змінну\*/

cout << i + 1 << "- " << setw(10) << id << setw(13) << number\_of\_function << setw(21) << year\_creating << setw(20) << dynamically << setw(30) << name1 << setw(26) << name\_f << setw(24) << name\_l << setw(20) << expansion << endl; /\*\*< виведення на екран\*/

}

}

/\*\*

\* Метод Output

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод виводить масив на екран</li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Output()const // 6

{

stringstream str;

cout << "Вивод на экран всех объектов" << endl;

cout << "№" << setw(17) << "id библиотеки" << setw(16) << "Кол-во функций" << setw(18) << "Год её создания" << setw(30) << "Динмически ли она подключена" << setw(20) << "Название библиотеки" << setw(32) << "Одна из функций этой библиотеки" << setw(21) << "Язык програмирования" << setw(29) << "Расширение файла библиоткеки" << endl;

for (size\_t i = 0; i < size; i++) /\*\*< проганяємо весь масив за допомогою циклу\*/

{

str = Str\_return(list[i]); /\*\*< викликаємо метод Str\_return\*/

Str\_output(str, i); /\*\*< викликаємо метод Str\_output\*/

}

}

/\*\*

\* Метод Sort

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод сортує масив відповідно до аргументу</li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Sort(func condition)

{

Capabilities temp; /\*\*< створення тимчасової змінної\*/

for (size\_t i = 0; i < size; i++) /\*\*< проганяємо весь масив за допомогою циклу\*/

{

for (size\_t j = 0; j < size; j++)

{

if (condition(list[i].getID(), list[j].getID())) /\*\*< перевіряємо відповідність елементів, якщо вона вірна то міняємо елементі місцями\*/

{

temp = list[i];

list[i] = list[j]; ;

list[j] = temp;

}

}

}

}

/\*\*

\* Метод Difference

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод визначає кількість кібліотек що динамічно підключаються та порівнює в скільки разів вона меньше ніж загальна кількість бібліотек в масиві</li>

\* </ul>

\* @return повертає різницю між кількістю бібліотек що динамічно підключаються та загальною іх кількість

\*/

float C\_List::Difference()

{

float count = 0;

string y;

for (size\_t i = 0; i < size; i++) /\*\*< проганяємо весь масив за допомогою циклу\*/

{

y = list[i].getDynamically();

if (y == "yes") /\*\*< перевірка чи динамічно підлючається бібліотека, якщо так збільшуємо значення змінної\*/

count++;

}

float dif = size / count; /\*\*< визначаємо частку від ділення \*/

cout << "В " << setprecision(5) << dif << " раз количество библиотек, которые динамически подключаются, меньше чем общее количество библиотек" << endl;/\*\*< повідомляємо відмінність виводячи інформацію на екран\*/

return dif;

}

/\*\*

\* Метод Info\_about\_lib

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод виводить на екран всю інформацію про бібліотеки</li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Info\_about\_lib()

{

for (size\_t i = 0; i < size; i++)

{

cout << endl << "В языке програмирования \"";

cout << list[i].getLanguage\_programming();

cout << "\" используется библиотека " << list[i].getName() << endl;

cout << "В данной библиотеке есть такая функция" << endl;

cout << "Функция - " << list[i].getFunction() << endl;

cout << "Возможности данной библиотеки" << endl << list[i].getCapabilities() << endl;

}

}

/\*\*

\* Метод Write\_file

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод записує данні у файл</li>

\* </ul>

\* @return результат відкриття файлу

\*/

int C\_List::Write\_file(string file\_name)

{

ofstream file(file\_name); /\*\*< відкриття файлу\*/

if (!file) /\*\*< перевірка чи відкрився файл\*/

{

cout << "Ошибка!!! Файл не открыто." << endl;

return 1;

}

file << "№" << setw(17) << "id библиотеки" << setw(16) << "Кол-во функций" << setw(18) << "Год её создания" << setw(30) << "Динмически ли она подключена" << setw(20) << "Название библиотеки" << setw(32) << "Одна из функций этой библиотеки" << setw(21) << "Язык програмирования" << setw(29) << "Расширение файла библиоткеки" << endl;

for (size\_t i = 0; i < size; i++) /\*\*< записуємо інформацію у файл за допомогою циклу\*/

file << i + 1 << "- " << setw(10) << list[i].getID() << setw(13) << list[i].getNumber\_of\_function() << setw(21) << list[i].getYear\_Creating() << setw(20) << list[i].getDynamically() << setw(30) << list[i].getName() << setw(26) << list[i].getFunction() << setw(24) << list[i].getLanguage\_programming() << setw(20) << endl << list[i].getCapabilities() << endl;

file.close(); /\*\*< закриття файлу\*/

return 1;

}

/\*\*

\* Метод Check

\*

\* Короткий опис методу:

\* <ul>

\* <li> Метод виводить на екран елементи масиву в назві яких є 2 слова</li>

\* </ul>

\* @return пуста функція типу void

\*/

void C\_List::Check()

{

regex regular("(([A-ZА-Я]+[\\wА-Яа-я\-|\_|:|;|\.]\*)+( )+([A-ZА-Я]+[\\wА-Яа-я\-|\_|:|;|\.]\*))"); /\*\*< створення регулярного виразу для визначення назви з двома словами\*/

string check;

stringstream str;

int k = 0;

for (size\_t i = 0; i < size; i++) /\*\*< проганяємо весь масив за допомогою циклу\*/

{

auto check\_res = list[i].getName();

if (regex\_match(check\_res, regular)) /\*\*< преревіряємо чи містить назва 2 слова\*/

{

str = Str\_return(list[i]);

Str\_output(str, k); /\*\*< якщо відповідність знайдена виводимо на екран данний елемент\*/

k++;

}

}

}

Capabilities C\_List::operator[] (int i)

{

if (size > i)

return list[i];

}

C\_List:: ~C\_List()/\*\*< Реалізація деструктора \*/

{

delete[] list;

}

Файл Test.cpp

#include "C\_Library.h" /\*\*< підключення файлу C\_Library.h\*/

#include "C\_List.h" /\*\*< підключення файлу C\_List.h\*/

#include "Test.h" /\*\*< підключення файлу Test.h\*/

/\*\*

\* Головна функція main

\*

\* Опис дій:

\* <ul>

\* <li> Додавання російської мови в програму для діалога між програмою та користувачем</li>

\* <li> Виклик функції котрі перевіряють роботу методів</li>

\* <li> Превірка витоків пам'яті</li>

\* </ul>

\* @return повертає результат роботи програми

\*/

int main()

{

setlocale(LC\_ALL, "Rus");

bool result;

C\_List list; /\*\*< створення обьекта класу C\_List\*/

list.list = new Capabilities[3]; /\*\*< виділення пам'яті для масиву\*/

list.setSize\_array(3);

result = Test\_Add(list); /\*\*< виклик функціі-тесту Test\_Add\*/

if (result) /\*\*< перевірка тесту\*/

cout << "Test\_Add пройден успешно!" << endl;

else

cout << "Test\_Add не пройден!" << endl;

result = Test\_Delete(list); /\*\*< виклик функціі-тесту Test\_Delete\*/

if (result) /\*\*< перевірка тесту\*/

cout << "Test\_Delete пройден успешно!" << endl;

else

cout << "Test\_Delete не пройден!" << endl;

result = Test\_Index\_return(list);/\*\*< виклик функціі-тесту Test\_Index\_return\*/

if (result)/\*\*< перевірка тесту\*/

cout << "Test\_Index\_return пройден успешно!" << endl;

else

cout << "Test\_Index\_return не пройден!" << endl;

result = Test\_Difference(list);/\*\*< виклик функціі-тесту Test\_Difference\*/

if (result)/\*\*< перевірка тесту\*/

cout << "Test\_Difference пройден успешно!" << endl;

else

cout << "Test\_Difference не пройден!" << endl;

result = Test\_Sort(list);/\*\*< виклик функціі-тесту Test\_Sort\*/

if (result)/\*\*< перевірка тесту\*/

cout << "Test\_Sort пройден успешно!" << endl;

else

cout << "Test\_Sort не пройден!" << endl;

return 0;

}

Файл Test\_method.cpp

#include "C\_Library.h" /\*\*< підключення файлу C\_Library.h\*/

#include "C\_List.h" /\*\*< підключення файлу C\_List.h\*/

#include "Test.h"/\*\*< підключення файлу Test.h\*/

bool A\_more(int a, int b) { return a > b; }

bool B\_more(int a, int b) { return b > a; }

/\*\*

\* Функція Test\_Add

\*

\* Короткий опис дій:

\* <ul>

\* <li> Перевіряє метод додавання нового елементу методом перевірки розміру масиву після виконання дії </li>

\* </ul>

\* @return повертає результат виконання тесту

\*/

bool Test\_Add(C\_List& list)

{

Capabilities new\_lib; /\*\*< створення обьекту класу Capabilities\*/

list.Add(new\_lib, 4); /\*\*< виклик методу Add\*/

int size = list.getSize\_array(); /\*\*< отримаємо значення розміру масиву\*/

if (size == 4) /\*\*< перевірка чи збігається розмір з очікуваним результатом\*/

return true;

else

return false;

}

/\*\*

\* Функція Test\_Delete

\*

\* Короткий опис дій:

\* <ul>

\* <li> Перевіряє метод видалення елементу методом перевірки розміру масиву після виконання дії</li>

\* </ul>

\* @return повертає результат виконання тесту

\*/

bool Test\_Delete(C\_List& list)

{

list.Delete(1); /\*\*< виклик методу Delete\*/

int size = list.getSize\_array(); /\*\*< отримаємо значення розміру масиву\*/

if (size == 3) /\*\*< перевірка чи збігається розмір з очікуваним результатом\*/

return true;

else

return false;

}

/\*\*

\* Функція Test\_Index\_return

\*

\* Короткий опис дій:

\* <ul>

\* <li> В методі створюється обьект котрий вставляється в масив, далі визивається метод повернення по індексу що повертає нібито очікуваний обьект котрий зг0дом перевіряється</li>

\* </ul>

\* @return повертає результат виконання тесту

\*/

bool Test\_Index\_return(C\_List& list)

{

string dynamically = "yes"; /\*\*< створення змінних з інформацією\*/

string name = "math";

string func = "sqrt";

string lang = "C";

string expansion = ".dll";

string capabilities = "using this library you can do something";

C\_Expansion new\_el\_e(expansion, dynamically, name, 3 , 1999, 20, func, lang);

Capabilities new\_el\_c(capabilities, dynamically, name, 3 , 1999, 20, func, lang, new\_el\_e); /\*\*< створення обьекту на базі цієї інформації\*/

list.list[1] = new\_el\_c; /\*\*< занесення обьекту в масив\*/

dynamically = "", name = "", func = "", lang = "", expansion = "", capabilities = ""; /\*\*< обнуляємо змінні\*/

Capabilities return\_lib = list.Index\_return(3); /\*\*< виклик методу Index\_return\*/

dynamically = return\_lib.getDynamically(); /\*\*< зчитуємоінформацію з обьекту\*/

name = return\_lib.getName();

func = return\_lib.getFunction();

lang = return\_lib.getLanguage\_programming();

expansion = return\_lib.getExpansion\_file();

capabilities = return\_lib.getCapabilities();

int count = 0;

if (dynamically == "yes") /\*\*< перевіряємо всі поля на відповідність\*/

count++;

if (name == "math")

count++;

if (func == "sqrt")

count++;

if (lang == "C")

count++;

if (expansion == ".dll")

count++;

if (capabilities == "using this library you can do something")

count++;

if (return\_lib.getID() == 3)

count++;

if (return\_lib.getNumber\_of\_function() == 20)

count++;

if (return\_lib.getYear\_Creating() == 1999)

count++;

if (count == 9) /\*\*< перевіряємо чи дорівнює кількість вірних полів з загальною кількість \*/

return true;

else

return false;

}

/\*\*

\* Функція Test\_Difference

\*

\* Короткий опис дій:

\* <ul>

\* <li> В методі створюєть 1 обьект який не підключається динамічно,далі викликається метод Difference і превіряється результат</li>

\* </ul>

\* @return повертає результат виконання тесту

\*/

bool Test\_Difference(C\_List& list)

{

string dynamically = "no";

Capabilities new\_el\_c; /\*\*< створення обьекту класу Capabilities\*/

new\_el\_c.setDynamically(dynamically); /\*\*< замінюємо значення поля dynamically для данного обьекту (по замовчуванню завжди "yes")\*/

list.list[1] = new\_el\_c; /\*\*< вставляємо обьект в масив\*/

float diff = list.Difference(); /\*\*< виклик методу Difference\*/

if (diff == 1.5) /\*\*< перевіряємо чи збігається очікуваний результат з отриманим\*/

return true;

else

return false;

}

/\*\*

\* Функція Test\_Sort

\*

\* Короткий опис дій:

\* <ul>

\* <li> </li>

\* </ul>

\* @return повертає результат виконання тесту

\*/

bool Test\_Sort(C\_List& list)

{

int count=0;

Capabilities new\_el\_1; /\*\*< створюємо 3 обьекта класу Capabilities\*/

Capabilities new\_el\_2;

Capabilities new\_el\_3;

new\_el\_1.setID(1); /\*\*< присваюємо цим обьектам ідентифікатори \*/

new\_el\_2.setID(2);

new\_el\_3.setID(3);

list.list[0] = new\_el\_1; /\*\*< заносимо обьекти до масиву\*/

list.list[1] = new\_el\_2;

list.list[2] = new\_el\_3;

list.Sort(A\_more); /\*\*< виклик методу Sort де число А більше\*/

int id\_1 = list.list[0].getID(); /\*\*< помістимо ідентифікатори в відповідні змінні\*/

int id\_2 = list.list[1].getID();

int id\_3 = list.list[2].getID();

if (id\_1 == 3 && id\_2 == 2 && id\_3 == 1) /\*\*< перевіримо чи відбулося сортування\*/

count++;

list.Sort(B\_more); /\*\*< виклик методу Sort де число В більше\*/

id\_1 = list.list[0].getID(); /\*\*< знову помістимо ідентифікатори в відповідні змінні\*/

id\_2 = list.list[1].getID();

id\_3 = list.list[2].getID();

if (id\_1 == 1 && id\_2 == 2 && id\_3 == 3) /\*\*< перевіримо чи відбулося сортування\*/

count++;

if (count == 2)/\*\*< перевіримо чи збігається результати тестів з очікуваним результатом\*/

return true;

else

return false;

}

Файл Main.cpp

#include "C\_List.h"

#include"C\_Library.h"

typedef bool (func)(int, int);

bool A\_more(int a, int b) { return a > b; }

bool B\_more(int a, int b) { return b > a; }

int Interface(); /\*\*< Оголошення функції де проходять основні дії програми (зроблена вона для того щоб перевіряти витоки пам'яті)\*/

/\*\*

\* Головна функція main

\*

\* Опис дій:

\* <ul>

\* <li> Додавання російської мови в програму для діалога між програмою та користувачем</li>

\* <li> Виклик функції де проходять основні дії програми</li>

\* <li> Превірка витоків пам'яті</li>

\* </ul>

\* @return повертає результат роботи програми

\*/

int main()

{

SetConsoleCP(1251);

SetConsoleOutputCP(1251);

setlocale(LC\_ALL, "Rus");

int res = Interface();

if (res == 0)

return 0;

if (\_CrtDumpMemoryLeaks())

cout << endl << "Есть утечка памяти" << endl;

else

cout << endl << "Нет утечки памяти" << endl;

return 0;

}

/\*\*

\* Функція Interface

\*

\* Короткий опис дій:

\* <ul>

\* <li> Створення обьекту класу С\_List та проходження всіх його методів</li>

\* </ul>

\* @return пуста функція типу void

\*/

int Interface()

{

C\_List list\_lib; /\*\*< створення обьекта класу C\_List\*/

cout << "Cоздание массива" << endl;

int command;

cout << "Введите вариант заполнения массива 1- из файла 2-конструктором" << endl;

cin >> command; /\*\*< визначення варіації заповнення масиву інформацією\*/

string file\_read = "file\_read.txt"; /\*\*< створення змінних з назвою файлів\*/

string file\_read2 = "file\_read2.txt";

string file\_write = "file\_write.txt";

int res;

if (command == 1) /\*\*< якщо користувач обрав метод заповнення з файлу\*/

{

res = list\_lib.Count\_line(file\_read); /\*\*< визначення кількості рядків \*/

if (res == 1) /\*\*< преревірка результату роботи методу\*/

return 1;

int size = list\_lib.getSize\_array();

list\_lib.list = new Capabilities[size]; /\*\*< виділення пам'яті \*/

res = list\_lib.Read\_file(file\_read,file\_read2); /\*\*< виклик методу Read\_file\*/

if (res == 1) /\*\*< преревірка результату роботи методу\*/

return 1;

}

else /\*\*< якщо користувач обрав метод заповнення готовими данними\*/

{

int size;

cout << "Введите размер массива" << endl;

cin >> size; /\*\*< визначення розміру масиву (значення вводить користувач)\*/

list\_lib.setSize\_array(size);

list\_lib.list = new Capabilities[size]; /\*\*< виділення пам'яті \*/

list\_lib.Create(); /\*\*< виклик методу Create\*/

}

list\_lib.Output(); /\*\*< виклик методу Output\*/

int order = 0;

cout << "Введите порядковый номер который вы хотите присвоить новому элементу" << endl;

cin >> order; /\*\*< визначення індексу куди потрібно помістити новий елемент\*/

Capabilities new\_lib; /\*\*< створення нового обьекту\*/

cout << "Добавления нового элемента" << endl;

list\_lib.Add(new\_lib, order); /\*\*< виклик методу\*/

list\_lib.Output(); /\*\*< виклик методу Output\*/

cout << "Удаления элемента" << endl;

cout << "Введите номер элемента которого вы хотите удалить" << endl;

cin >> order; /\*\*< визначення індексу елемента що потрібно видалити\*/

list\_lib.Delete(order); /\*\*< виклик методу\*/

list\_lib.Output(); /\*\*< виклик методу Output\*/

cout << "Введите идентификатор елемента данные которого вы хотите получить " << endl;

cin >> order; /\*\*< визначення идентифікатора елемента що потрібно отримати\*/

Capabilities index\_lib = list\_lib.Index\_return(order); /\*\*< виклик методу Index\_return\*/

cout << "Вывод полученого элемента на екран" << endl;

stringstream str = list\_lib.Str\_return(index\_lib); /\*\*< виводимо на екран обьект що отримали\*/

list\_lib.Str\_output(str, 0);

list\_lib.Sort(A\_more); /\*\*< виклик методу Sort де число А більше\*/

list\_lib.Output(); /\*\*< виклик методу Output\*/

list\_lib.Sort(B\_more); /\*\*< виклик методу Sort де число В більше\*/

list\_lib.Output(); /\*\*< виклик методу Output\*/

cout << "Вывод на экран библиотек, в которых в названии 2 слова " << endl;

list\_lib.Check(); /\*\*< \*/

float diff = list\_lib.Difference(); /\*\*< виклик методу Difference\*/

cout << "Вывод на екран полной информации про каждую библиотеку" << endl;

list\_lib.Info\_about\_lib(); /\*\*< виклик методу Info\_about\_lib\*/

res = list\_lib.Write\_file(file\_write ); /\*\*< виклик методу Write\_file\*/

if (res == 1)

return 1;

return 0;

}

4 РЕЗУЛЬТАТ РОБОТИ ПРОГРАМИ
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABTMAAACACAYAAADXqP2zAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACaHSURBVHhe7d3reas4EIDhU8Cmm/SSTtxIKnEf6clrSQyMhpFGgC+x8/14n40RkkYXvGQOsf/9999/l3fz8fV9+TmfLp8fH7vKH+3j83Q5/3xfvq7xfHx8Xb5/zpfT5++I7S/5+v65/Hx/uWUAAAAAAAB4vn8lkfZz+Vm5bUItJYrOp0+3bMQc50AS8tWSmUlOpE1zf2SesB/JTAAAAAAAgN+tejLzaMKx52jbn6fztf7X5XSOk6yvmMzE891z/wMAAAAAAOC44WRmfmpNnto0icCPj8/L6azKr76/SnlKQurjsw1PwEn7qc2S1FzHWMWXmBij8hZvbLr+Elv683AprxOu6zbKn5TrMj2mHKuZn1X8vXI1Nj13cu6WZG55ItaMxzuW2lTxyXii+ZP6zfhVrLL2ekwj41vHsMy/lmJo7X8AAAAAAAA831AyMyeaVPLMvs4JyyA5eSRRVH2mpJOIs/HYc6LynihZphNlck6eD1Oux94rz22nhJuO18Rg57u3PlH8cqylGb+dz8bHEoz0341fnZv6TXHoNqP2m/E740/96vMAAAAAAADwu4TJTO8LaXRyMb3OyaHG027iSKJIJ89sPG58VTKrXy7HWkaTZVW56tPO1apcJdvK8evPZ5MsNH305iMf08nfIH451hONt7e2Uf9h/OrcXcnMYP7lWCLt62MAAAAAAAD4PeJkZk4G/ZSnBSt1MqgkNKcylYgTe5OZUfLMTVZFySxVLsda4mScU66TlU5fXjIujSeNK82dTlba9tLrKpkZrI+0vyofHH9SjSf1p+p649fc+VmtjxOfM3+9ZOaqvrQfzL8cS0hmAgAAAAAA/G67nszsmZNLJqG5O5nZSnZVybA6WZmTfYPlcqwlTMZ55apPr/8qOTjVz09jTufpZKVtL73W5dH6RPHrc3tk/WzCb46/sbbx/AXxDyYzm+0H8y/HAAAAAAAA8Pvt+szMiE3Gzcc2JtASL/FWElQmGTjFnc/Xyc6gXNpsiZNx63I9X7b/udzUTzFJG3b+7PxH5VoUvz63R+b8fK4Tg0mOxyQMxUj/3fjVuamfzcnMqbw1/3Od6byt8wIAAAAAAIDHGUpmzokeeSoymZJPbpmTEFqd10heWV5MNkFVEm2qb5Msi8p7pK8oWTaPKzFjK08CqnIdm9RXdSRZ6batDcQQxS/HIl6cWkloLv3PazPQfzf+dK4+rowkM0v77fmf60gMG+cFAAAAAAAAj1MlM7Gdl0y7lV7b9unMe7vnOAEAAAAAAIARJDMPuneSLz2Z+huSmbk/nloEAAAAAADAEz01mbn681/rgcm6vd79icXlz8f9z8QEAAAAAAAAHoUnMwEAAAAAAAC8BJKZAAAAAAAAAF4CyUwAAAAAAAAAL4Fk5hv4+DxdztNnWpbPIT1fTp98viUAAAAAAADeS05mLl/ysjifPt0K+J3St56zdgAAAAAAAHhnSzLzBb45HAAAAAAAAMDfNZzM1E/+ZefT5fNj+VPmqlyVlT+Bvh5T7Zdzy59Fh/U/Pi+n88/l+2s59+Prez5nbn9l/E+tU9/yNKP0p+NbjglVNtB/t/48vvTn4U5dNdb0uq6T/qy8/KyfxsxzOZicXsdWyHxH/cuxljI/9Vp4x6r1T0z8dXm9d9blV7I/BufnaH0AAAAAAADc36Zk5pzwMwkum9zRr3Pi6nyek1f2dVjfSZx5CbZEx7iF1JsTeyoWL5mV52uw/6j+3OfPMsaqfGMyM5+fknFqDD26rflYbqMkDKP+5ViLjS+x+822Z8vTa91X3h8mJj33OubR+TlaHwAAAAAAAPfX/MzMKrllkk11smf9hTPlybspGZaTl6fL17WPlBBKfZ1PX9f2puRmVN/0nctV/3Is8ZKJI0q9FNM6SaVjmY81vmTH6z+q745Plztj1XV0sq3Uu/58ndvRZFs0v1H/cqyn3i/eeOtjNplp2Zhsfa+/3vwcrQ8AAAAAAIDHGHoyUyfX8mud7MnJujoRWphk3HxeSuwtyaOw/nTuqlwls8SRZKbuU5fZxFk+ZpJfwk1mBvW9tlbJTD3u6zp59VO/eRzX8mg9Nalf9aGSr1H/tj1PNZ603qv5qPeXjd/dI6qN7v4cmJ+j9QEAAAAAAPAYY8nMnEwyCa452VMngqx87tS2JIN0Miys7yTOdP/6XC+ZOELq5Xkwsdix52ONmL3+o/ru+FSd9Vync/X8Tcm29LTgVGdLsq3d/xRf0L9uq0fPcTRHOv55fKqOXX9bv445np+j9QEAAAAAAPAYQ8nMVfLHJJMkSSnlmte2TaD16rvJNtO/8JKJI3S9HK9ObDnJtBzvYP9RfW98uXyajzqx1k5mpqcVpY0tyTZ3fu+QzJQ2z+dlboUeb6LjX/osdeS1nv/e/hyZn6P1AQAAAAAA8BjNz8yU5FtONJmnEG0yUSd8ZlOyp5X40Ym/Xn032Wb6F7rNLWw9O+Y5gSacvqWe13+vfm/suTyN1ZTpOZnrqzpbkm1u/1dz8jDo37bX4sXZ6nsmCcUqhuu6fJ3mP1W3a5XbVfsjmp+j9QEAAAAAAPA4OZmJ59mTGHxF3jh7YydhCAAAAAAAAItk5pP9lWRmTk6qJ1JFejKSZCYAAAAAAABGkMx8sndPZuakZP7z8PVnZQIAAAAAAABbkMwEAAAAAAAA8BJIZgIAAAAAAAB4CSQzAQAAAAAAALwEkpkAAADAk3x8ni7n/Pnixfn06Z631fK55Vd8qSJ+uY+vb/fLQiNcP3gH7H+8omfvvzmZKV9Ewxe13Ec0v+lbvecF2/FGhv2qi2ViL0TWB0f0rv+lbGLesI+WAwBuz97A733//fj4unxf697ziyDzfU4jtnR/c6tfPoAj9iRzuH7wLtj/eJR3un/Jycx88fycL6dT+i/JzFuL5jcnyqY3rzkxsWNDYZ90kfTeiFkfHNG7/mU/yf679WsAwH2UXwaW93R5/938y6hp5x74ZRSvYFcyh+sHb4L9j0d5p/uXfyX4EkT5pfu+Af010fyWjPb5cvpUx/LGqI/hfnrJTNYHR4TXv/M/AX0zc7RcjgEe773MO5b/QUf+5dbsrfkGSMrv/C+0wG/hvv9uvH6WOnU7WlVfnSfXnr7eWu//3i8D+djcrtL4pQG4h3p/X5n9y/WDd8b+xzO80/1L9ZmZuZFOQDjGm197rGyKsjj8QvgY6YJoJjNZH9zIyPWfj6n/MRwtl2OAR24m9PufvWnINyKd195NBvAXeO+19prqXT/6Zry2tJnO0fcauf50s3/0lwGR2uTJGjyDvT7s/uX6wTtj/+NZ3un+hWTmA3nzOy9c3lRpE6SM+HqBcT+rC1JdSKwPbsW9/s1njcibu5x3tFz6AVrm97i8n+r3tvaT6cv+Ku+f7Df8PdEvAyPXT+tYS+96teW6XvTLAL+M4tHc66Pa31w/eF/sfzyTu5de9P5lKJlZAk2/IIuxoFHz5rccS3O6bBhvgfE46cKYLzbWBzcy9v563Wdf9f8YjpYDPfqGJe8ldSOx/n+/2mfqBqckNKeyxg0H8G7K9WHu6fQvA4PXj9dOXWbq3+GXAX4ZxaO514/av1w/eGfsfzyTu/9e9P6FJzMfyJtfWehqMfOxerPgcfQ6sT64ldH313xeJyF0tByw5GY03TDom1LvX2Z75OaE/Ye/oNwLePd05ZoZvX68dvJx9YvFfCy9v/PLKN6At+/zPp33N9cP3hf7H8/k7Zty7PXuX0hmPlBrftNC6MXLr/ll8Cnk4tLzz/rgFkbeX6NzjpYDHrmBOU9fVqXLtr7f9W46gHdib+LLzb9z/xBcD+1fBkp7crM/t9+4Hynt1OWid13qX6C9cuAe7C+75f6lvb9buH7witj/eCa7b+b9odb5VfZfTmbmxlIDlXVg2Cea3zmBJmXBxsHtrOb+yv4LE+uDI6Lrvyp33sSPlgOR+T3OeW/z3iPnmw+vjD2IP2K++Vb0Uwb5nM71M5/T+GUgl8kvuNm5fIyIusbqGK5tpNdTudt3Yvu353GPgwep9m/at2m/6/3N9YM3xv7Hs9RrX7zq/Uv1ZCYAAPhb5KbB3sgAAAAAwG9EMhMAgD+MPxMCAAAA8EpIZgIA8AflJKb8eQeJTAAAAAAvgmQmAAAAAAAAgJdAMhMAAAAAAADASyCZCQAAAAAAAOAl/Ilk5vK5YOuvdP8L9Nfmf3x8Xb7T1+N/8vloj/b1/Tf3HwAAAAAAwK38K4muKdFXuW3CKyVyzqdPt6zHjW9nQignNXfW3Rv/b5ETadP8vfI4XhnJTAAAAAAAgGOqJzPvmbA7lsxcvmn14+Pzcjr/XH7Op8vnxm9f/cvJTDwfewgAAAAAAOCY4WRmKpufjDSJxDnBKOVX31+lvPoTb20wqWiTmcux+snRXnyil8xs1R+Nf6R/jzd3ug0p//5Kfx4u5fXY122sk796XXOsvfiTwfEt8al4vr6H58BbS/dYalPFJ+OJ5k/qN+NXsaa1Tu3qMY2Mbx1DvV9FioFkJgAAAAAAwH5DycycCFLJLft65InHvYkcN5k5JY+kvSg+0YpzpH4v/tH+PVGyTCfKqgSxKdex9crnpKCKz8Zg56k3vih+OdbSjF/Hl2P2P/ZgpP9u/Orc1G+KQ7cZtd+M3xl/6lefBwAAAAAAgG3CZKb3hTE2wZiTN42n0cTeRE6UzByJT9gkWTJavxX/lv49o8myqlz16c+PKl/N1fXns0kWmj70PEXji+KXYz3ReHt7J+o/jF+duyuZGcy/HEukfX0MAAAAAAAA4+JkZk7W/JSn+Sp1sqYkNKcykzBM7pbMHIwvcZOZg/WbycwN/XviZJxTrpOV6tylfJ2MS7GnMaTx23mwyTddHo1P2l+Vm5h6qvGk/lRdb/yaOz+rZKMTnzN/kmz05m9VX9oP5l+OJdK+PgYAAAAAAIBxu57M7JmTPyZpeNNkZj4mybTx+Nxk5mD9ZjJz4/xYYTLOK1dz4s6PTg5O9fPTmNN5q2SmaaNKZgbji+LX5/bI/NqE3xx/Y+/E8xfEP5jMbLYfzL8cAwAAAAAAwHG7PjMz4iUN87GNCa7EJotKoqiOZzQ+L65kpH4v/q3zo8XJuHW57k/K9brlclM/PU0obdh5sPFH5VoUvz63p6zz+XI+14nBJMdjEoZipP9u/EeTmVN5a/7nOtN5W+cFAAAAAAAAi6Fk5pyI0X9mOyWH3DInYbM6r5FcskqSS9W70omlfM7W+FR5VL95zsb6LVI3Spb12p4TvELN/1xf1ZFkpdu2NhBDFL8ci3hxaiWhufQv+3Sk/2786Vx9XEltjrXfnv+5jsSwcV4AAAAAAACwqJKZ+H28ZNqt9Nq2T2fe2z3HCQAAAAAAgPdAMvOXu3eSLz2N+xuSmbk/nloEAAAAAABAx1OTmas/z7UemEz7rd79icXlz8f9z8QEAAAAAAAABE9mAgAAAAAAAHgJJDMBAAAAAAAAvASSmQAAAAAAAABewp9MZn58ffNlMy/k4/N0OU+fqVk+Z/V8OX2ydo+WviyKz7EFAAAAAADP9K8kitSX7sxumzBKiZDz6dMti+Qkio3vQFLlFZOZR+bvHeg98Jfn4ZlIZgIAAAAAgGernsy8Z8LsFm3fKj6SmcB27EEAAAAAAPBsw8nMVDY/FWkSgR8fn5fTWZVffX+V8s/TuTo+2/GElxef9P39lf78WNpfP1VaxZ+YMbTGJ0+u6n7LueXPnuVYT5qDVF/PhR1Hq/9o/pbxL7HYZG2v/9H5a/HWPpv6H2l/3cYyt1K2mn+zf1br2yvX6zvHp+LZkOwu+8OMxzuW2lTx2fnXZZnpvxm/ilXWWY9pZHzrGPy9nWLQ6wAAAAAAAPBoQ8nMnEhRySH7OifJTPLIukUixGtjScQsySMbj43XJnOi8enklJeoisxJxKlP20bUvxzz5m8kWdXrf2T+eqL+daJMzsntm3I9tl55bjuNRa+PicHG35vfKH451tKMX8eXY/b3zEj/3fjVuanfFIduM2q/Gb8z/tYeBAAAAAAAeJQwmel94UpJhi1Pb+XkR/Ck4i0SIX58UbLGiT8qN+NLSoLn+/JtEj8jbHJI9znaf2v+RpJh/f7j+j2jybKqXPfvjNWLL429HL/+fL6ORycLTR95vHOysj+/R8efROPt7f2o/zB+dW4ad5mnpc2w/WD+5Vgi7etjAAAAAAAAjxQnM3Oy46c8DVepkx05gSRlKtEknpbM9JI1q3I9LmESSFM/Uk+Oj9DJNWu0/8PJzFb/A/V7wvn3ynWy0ulL15Gf09jTHKRx2PHY5Jsuj+ZX2l+Vb1jnajypP1XXG7/mzs+G/anPTeNO8+TN36q+tB/MvxxLpH19DAAAAAAA4JF2PZnZMydPTPLsNyUzc7JLygfHJwkySah557To5Jo12n9r/qLxp9f9/uP6PeH8e+VqTbz1qZKDU/38NOZ0nh2PbUOXR/N7dPxC1if1rddpjr+x9+P5C+JX50rfus2w/WD+5RgAAAAAAMBvsOszMyNe8iwf25ggsrz44mRQnUzKZerJtHQsGl+pMyXfcqKn7i/izYc2Mr+9+dP1S3KqHl+v/2j+9Lme0fnX5VW8Zn3mclM/rZm0Ycdj5y8q146OX5R5P1/O5zoxmOR4TMJQjPTfjV+dm/rZnMycylvzP9eZzts6LwAAAAAAALc0lMycExkpSSam5Ipb5iQ8Vuc1kjOenFzR7av60m4vGTQn+JJ03Jb3xpfOvb5etW+O9fSSiUmv/+Y5qrwaX0qapddqfL3+R+avJ6o/NraSIJ7LvbVRdWQ8btvaQAxR/HIs4sWplYTm0v+cXB/ovxv/tBc9qc2x9tvzP9eRGDbOCwAAAAAAwC1VyUzg1rxk2q302o4SyLd2z3ECAAAAAACgIJmJu7p3ki89tfsbkpm5P55aBAAAAAAAuKunJjNXf95qPTAZtcerx/8I7/7E4vLn4/5nYgIAAAAAAOB2eDITAAAAAAAAwEsgmQkAAAAAAADgJZDMBAAAAAAAAPASSGbiJchnb+79PNKj9QEA+I34/9vfxv0RAAD4i/6tbmKSHd/KvLSz/YtQli9RWZxPn+65+Hvki5b2fonQ0foAAPxG/P/tb+P+CAAA/FVzMlNuZOak5IZ/mf34+r78/Jwvp1P6775kJslLtHx9H0tuH60PAMBvxP/f/jbujwAAwF+1SmYm+UnJwWRmqV8SmCWp+dhk5hJ/+dfl8mTn+XL6rGNIN2zLk59LjPKv0ktZsq7fo28G52Rw1YccE+s5quO7mp6Olbp6fvK50/qU+Ot48zqYp2ur9p0nb8vaLefM4/k8Xc7q+KL0uR5boffTyPhbSt1rX186jmW88fz061d15vKrwflPeuOL5q9qU8qctevtr6Oi9o+Or1t/Kmtdv95eXuosx3rzN6Kqn1T7J9pfZr9H1583f2o/lXPLOXH/973+pW5rf0TxRZb2DBXj+pxl/kQ1vsTMZyv+Zv2p/zwvMtfVXpfx75h/1XfY/uD7R2/93Dl29sAe0f6tj637ltha149Xrulz5T7Cq9PqP3L0+hqdn571+qn9k8uu8TX+/6bv5VK/aU7mOmpM0fzsnb8k1e1df73x6TaW8qspBqnbev/h/iian379qs5cfjU4/0lvfKPvb731SWW9/QUAAN5X88nM1i8PPeWGb/tNxC2SmekmR2LON/Dqhie91uPJN0bODWtVrm7GInIzNcfi3Mjp8dn4kuqGTN1s2/rzTfWGm3U7Hvu6tLm+gbV0jMLbL3ofjI6/pYzvGq+KT9cfm592/fQ62T//4+Pz5k+O99ZH6klfuuwWeu0fHV9Uf+7zOqfe9avXwrYp50fzF7Ht5f6n+jb+1vqv9r+KObWny3N8Mr70y9z1l8nztD9Xr8P+73/9p/NT/xJLVTeILxLNn20/sfvPtqHXL+nFb89JP1f9p5+n8/U5S5vx/HfXP2hf6rSOJbmNYP30mG18R0T7N51j+9evR9dfl2v63DTPZU3qOr3+I0evr5H56ZGx6HXX+z/6/5u+FlJcaU5Km2PrM/I6ks7X66LrRuOTY9JGruPsj6rswe+PQscoJL7V/ub+aDU+b/7keG99pJ70pcsAAMB78z8zc+fNgL5J88pb8s2N7n/wRi6R+KubRecGVtM3Y165vVmKlJupL/dGKv/yYubExmfH0LpZlBvP9MuQ9KPL5/ar+uu5sDHJzaCUt3jnufOv+x8Yf48bvzoWz0+/fnl9YP43jM+fPyc+d338/XULR/evcMcX1Hf3jy53rlVdZ2T+IjaG/H7kXF+lr+vPzvXX2v9yTFtdH9efv659pj5S32Ut6vmJ+tfzXu/feH68ddO6+yOILxLN38j+s23o9Uui68fWr/pPP1/rlHOWPqUPPf65PVVfjmlb2tf1Wus0sn66rSi+LeL9299/du5zuZ4fp1zT55a+0z5c6ozs/55ofcPxBfMjdVq8WHWfbv/qmN5HaR+UOVn2Whh/UC7HenrXXzS+8rreA97+KOue6l1/vo5N+jm6ful1dH0J7zwbez6m+x8Yf48bvzoWz0+/fnl9YP43jM+fPyc+d33a7+8AAOB9tf/MfLpZ0SdH8k2OuXHZI92cjPbv3izam7F883NtU1Ptr8o33hDleHPd9Q2avvGbj9mbQxtv42Yx93ONTf+Cks/vjM8ty0p/3vy1+DebpX7d9rIHRsbf497MqvrR/ET1vXO2zP+W8bnzF6yP1LPHbqnX/uHxBfW9tvR65Pp6Xq7zXtUfmL+IXf96/5S+2vurlK/6V2PuXp8yP/M56dpZz0+r/7D9YH68+be6+2Mgvh6vf71nRvZfb/2SXvxJ9/qv9p85Z+qjN/9R+Uj7Io1jdX0NrF+yzMHEzOle81y19u/g/luVy/w0yue1l/6v56Z1T/Oj5yTq347H012/aHzB/Hj9aXp88zE9PrN3bbm+FtIeKHVS+RRfFP8N5q93/UXjK6871+d07jPfH0Xv+qzb5v7IG587fwP7L/drjgEAgL/BTWaWG4jlhmtUvnHZUc/a0k4Uv77ZmsudGywt34xtGIfchJV65sbQmcvVzaE5x71ZTP/aPZ1jb9atuv76ZrU615mfFvdmszn/pc+R8fe47av60fxE9fPrA/O/ZXz+/MVz0dtft3B0/wp3fEH99v4pddZ7OZ271BmZv4iN0ds/m/aXt3/UvFTl6eeprTR/6WfdZtS/Zz1n7fnx4rO6+2NHfJoe63xMxz+w/3rrl0TXj63vrY/tszfGev7X87u3fff6Gli/Mj41X6p/e+5WEn/62d+/Y/svun6qcrVe+tw0Z2ketvS/Rx1fML5gfuz5VrT/3flR5Xofpf7LnKQ6Uj9an+Pz17v+ovF553j745nvj6J3fa73b+lzZPw90fpH8xPVz68PzP+W8fnzF89Fb38BAID39rAnM8tNSfrXU79cSDy9m1HNiz/d3Cw3a6VfKZ/j6Iyv3BT149T0TZitO9/sqZu0HJ/qX9/85TrOzWL6l2cZgz3f0vXTaz0fntHx6nEKb/6rm/WB8UdyfHY8G+anV987f8v8bxmfN39yvLc+ul7u21mr0evL02v/6Pii+lKu908ul/mt1kKu5bqOPn8PW99b32j9dfx+zKXcvv/otub6qs2of8+tr/9UP9ofW+LT4vkr5b3911s/KW/F751f9Z9+vpbZOHSb1pb139J+q09vTJqdHx3ffEzi6rTj8dbarqntXxtd/6pcJUj0uSmWND9b+t/Dzl+v/ZH56ZFz9brn/lT/uQ8bj5oT6T8dT32WNpekTzQ/UXkk1Zf4czzO+0c4PtW/tz+e+f4o9DiFt9bcH/nj8+ZPjvfWR9fLfW98DwMAAK/L/8xM50ajJ99s6PpZfUPR+mXJ69+7oWlx4zc3Pvnmay6/3kSmb26cb8YkLm3bv+7am7AyH0sbqz7U/Npz8/nezaK9+ezc3Nmb9ZE5KjeBS3nrptIed9u+qm7eO+MfVe0xb2zB/LTq32L+R8fnzV8SrY+t58XcOx6J2j8+vnb9aOz1tVvKpI7ssaiNFreeluOczlHt6fW3seRj9vqrxnCdV/X+07qWZS7nGBv9e259/ff2x574tKH5a+wfd1zadF4vfv2z13/+eRpLSULUbUsdbRV/ej3HVa//lvbtOLTW+unEiZxr4xPeXESi/Zt+7u2/aP1bazxf+9XcNs7p9L+Hnb9e+yPzExl5/y1rty63+6LSm2MV89H5s2O1+6w3PntuPt/bHyqe6P1ny/qJ1vWleWvqtn1V7ffB/7/2tNZ/dH5a9W8x/6Pj8+YvidbH1vNiBgAA7+mfd/CVyI2OvjkE/qLyC9drPZXwzOu313f0CzGej/W7rVd8/8A+Ocm9I2kGAAAA/BYkM4EXtzzR9XqJiGdfv+kpDpJhr4v1O+6V3z+wD8lMAAAAvDqSmQCehusXAAAAAABs8fLJTAAAAAAAAAB/A8lMAAAAAAAAAC+BZCYAAAAAAACAl/A2yUz57L2fzofaL190UJxPn5vKsU+Z1/LlEh8fX5fvn/Pl9MlnJD5a+rIUvhQFAAAAAAC8sn82gbe4bcIpJVL2JAfd+JyETJTMLEm09heNROU4JifSpvUjSfwcJDMBAAAAAMCrq57M3JtwHHEsmVme6suvB57A9Nh2tpYDr+6e1zcAAAAAAMAjDCcz81Nd05N1NpE4Jxil/EqecPw8navjs8EnxLwkYzm2PDla9dFo92gyszf+1H+aNx2HncdWfZm776/yZGg5Z/1U7MfX91L/arT9iLd2uo2R+NZtLPMoZTreHKtZpyr+pFfuzp+KJ83V4BzYvdQ81pj/aP6kfjN+FavsIz2mkfGtY/D3cYrB7hsAAAAAAIBXMpTMzIkYlVyyr3MSr5FEFHsTKV6SUZI3tj0vDp1grJU2o/LUxtD4U50pwWSTYb36SyJqOd+OoyTS6uSaFsXXEyXLdKKsSlCbcr0WvfI5KajHZ2Kw4x+Zv16yr6cZv46vM/8j/XfjV+emflMcus2o/Wb8zvhTv/o8AAAAAACAVxMmM70vbLEJxpw8aTwNJvYmUo4mM4XXzkj58PhV8kjXieqPJsNaczcSX89osqwq1+Nz+qrHv6xVOX79+WyShaYPvY63mL9INN7+/Pf7D+NX56Zxl3la2gzbD+ZfjiXSvj4GAAAAAADwSuJkZk6W/JSn6Sp1siQnoKTMSSi+bDJzYPxxv+36cTJsXa6NxNezp/8qWanOXcqXOvJzWqu0B9I82fmyyTddPjp/q3ITU081ntSfquuNX3PnZ5VsdOJz5i+NO82TN3+r+tJ+MP9yLJH29TEAAAAAAIBXsuvJzJ45+WKSezdNZuZj65jipOKOZObA+Lv9BvXDZNhU3pq7retjjfZflau5ctdHJwcl/vQ05nSenS/bhi4/On/63B7ZnzbhF89/NH9B/Opc6Vu3GbYfzL8cAwAAAAAAeAe7PjMz4iX38rGNCabEJmtKosaPx+tXeEmf0fJo/L1+k179kWRcbr8T+9b10eJk3Lpc9yflet/kclM/PU0obdj5svFH5drI/I0o63++nM/ree7N/0j/3fjVuamfzcnMqbw1/3Od6byt8wIAAAAAAPCbDCUz50SI/jPXKTnjljkJk9V5jeSOVZJMqt5Vldjx+k9M+0eSmb3xJzb5Zo3MX5SMKwm1pb5epyi+nqj/kbbnBLNQsc/1nfly29YGYojil2MRL06tNf8j/XfjT+fq40pqc6z99vzPdSSGjfMCAAAAAADwm1TJTMDykmm30ms7ShDf2j3HCQAAAAAAgNsgmYmueyf50tPAvyGZmfvjqUUAAAAAAIBf7anJzNWfx1oPTGbB9+5PLC5/Pt7+CAIAAAAAAAD8DjyZCQAAAAAAAOAlkMwEAAAAAAAA8BJIZgIAAAAAAAB4CSQzX8DH5+lynj7TsXzO6Ply+uTzHR8tfVkRn+MKAAAAAADwPP9Kokx96c7stgmzlAg6nz7dsoh8CY2Ob29bLUfie4ScSLvT2DGGZCYAAAAAAMBzVU9m3jOht7dtSWTeO4H325OZeD72CAAAAAAAwHMNJzNT2fxk5Pl0+fxYntr0npz8/irln6dzdXw2+IRb+bPqpT3Puv/yJ9lSnmJI49KxyDiPx7ceezbNkZR/f5VxlPL6qdde/FKm1yWvhYmvWp+kV67Wb4lPxfP1vVrjlvJkrxmPdyy1qeKT8UTzJ/Wb8atYZZ31mEbGt46h3j8ixaDXAQAAAAAAAI81lMzMiSSVHLOvc0IwSP4dSQTl/n78hKYkonTbOR6VrJoTltMxL9m2N74oWaYTZXKOji+K35bPSUE13zYGux699Yvil2Mtzfh1fDlm/2MLRvrvxq/OTf2mOHSbUfvN+J3x790jAAAAAAAAuI0wmel94Yz+Qpr0Oid/Gk+ziaOJoJIQ+1kn8kws+ZiJ2SanvDHtjW80WVaVq/6j+HWyrRy//nw2yULTh04memPVfUbxy7GeaLy9uY36D+NX5+5KZg7sHyHt62MAAAAAAAB4nDiZmZM9UxKxUid7SkJzKlOJNnE0mSkkoTcno5zEm01g6eRey9OSmUH88nOKLcWYxmHHY5NvujxaP2l/VW5i6qnGk/pTdb3xa+78rJKNTnzO/Emy0Zu/VX1pf2D/CGlfHwMAAAAAAMDj7Hoys2dOHpnk4a2SmUlJcKnk2ciTmb8pmalijuKX+vlpzOm8VTLTtFElM4P1i+LX5/bI/NmE3xx/Y27j+QviH0xmNtsf2D8AAAAAAAD4HXZ9ZmbESx7mYxsTZC26LS9ZluNVfXnxWHvji5Nx63I9n1H8Up6eJpQ27Hjs+kTlWhS/PrenJAXPl/O5TgwmOR6TMBQj/XfjP5rMnMp7+yfXmc7bOi8AAAAAAAC4naFk5pzI0X+mOyWX3DIn4bM6r5GcskqSTNVLVomm9CRdu9wm9zy745vqRcmyuV2n7V78c31VR8bjtq0NxBDFL8ciXpxaSWgu/cs+G+m/G386Vx9XRpKZpf3+/innTDFsnBcAAAAAAADcTpXMxO15ybRb6bU9ksC9pXuOEwAAAAAAAEhIZt7ZvZN86Wna35DMzP3x1CIAAAAAAADu6KnJzNWf91oPTMbdy7s/sbj8+bj/mZgAAAAAAADArfBkJgAAAAAAAICXQDITAAAAAAAAwEsgmQkAAAAAAADgBfx3+R90seCE41ix5QAAAABJRU5ErkJggg==)

Результат тестування методів

ВИСНОВКИ

Отримали знання про призначення операторів, визначити їх ролі у житті об’єкта та можливість перевизначення.